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Abstract: The aim of object-oriented analysis methods is to reveal the essential information from the users’ domain of work. This focus is particularly interesting in the design of interactive user interfaces for mobile devices because the severely limited screen space leaves no room for anything else but the most essential information. This paper describes the process of designing the user interface of an interactive location-aware mobile system to support communication in a specific safety-critical application domain. The domain was the fuel department of a coal-based power plant. The process involved ethnographic studies of work activities in the application domain, object-oriented analysis of the problem and application domains, design and implementation of two prototypes, and usability evaluations of each prototype. The description of the process emphasizes the interplay between the object-oriented analysis and the user interface design activities.

1 Introduction

Mobile handheld devices, such as mobile phones and personal digital assistants (PDAs), are spreading fast and are becoming ever more powerful. The mobile technology has provided organizations, as well as individuals, with the ability to work in novel and previously unanticipated ways [25]. A variety of mobile devices are already being used in almost every workspace, to obtain information and interact with other users, especially for communicative purposes [13]. In addition, mobile devices are also used to participate in the social practices of exchange [4, 27]. – [gammel tekst fra det nuværende afsnit 4]

A variety of handheld computing devices such as mobile phones and personal digital assistants are emerging, and many are already on the market. These devices are proving to be a challenge for user interface designers because they provide limited and different means of interaction and small screens.
The key elements of any GUI project are to determine what modalities are to be used, what the content of each screen should be, and how this content is organized and laid out. In terms of functionality it is important that the required functionality is available in the correct screens and at the right time when the user wants to use the specific function. Other important design decisions are how to position the different elements on the screen and ensure that the elements have optimal attributes like for example size and color. [MBP1]

The literature on user interface design for mobile devices provides numerous examples of specific designs. Typically the rationale behind a design is explained and the design itself is described in detail. However the way in which designers developed the design and the underlying analysis of the domain of use is rarely described in a methodical manner that enables others to learn from the design process [ERCIM 2002]. In this article we briefly describe the rationale of the design, but emphasis is on methodological foundation of the design process.

Methods are generally used with the purpose of solving a problem. A software development method usually consists of a series of activities, being abstract prescriptions on how to reach a state where the problem has been solved. The purpose of a method is to enable practitioners with different backgrounds to avoid repeating mistakes that others have encountered. Thereby, methods enable less experienced people to be more likely in succeeding [6]. Methods cannot be expected to solve all problems, but they can make the life of practitioners somewhat easier.

A key decision in this case study was the selection of the specific method that was used. In this selection, we limited ourselves to object-oriented methods. There are three reasons for this. First, object-oriented methods have become the most widely used approach in the development of interactive software systems [20]. Second, the basic concepts of the object-oriented approach, objects, states, and behaviours, are well suited for describing the system’s context [20]. This relation to context is particularly important when we are developing mobile location-aware systems. In addition, object models are central in analysing and understanding the problems relevant to the users. This includes the users’ understanding of the system and their envisioned behaviour while using the system [11]. Third, the members of the development team had been using object-oriented methods and programming languages in other projects. Thereby, they had considerable experience with the object-oriented approach.

We have chosen to delimit the experiment to a specific application area: process control and communication in high-risk environments. This area of application was chosen because workers in such environments could often benefit from access to computer-based tools for process control and communication while being mobile. Object-oriented methods for analysis and design of a mobile device used in such a safety-critical domain are also relevant because they can help to identify and focus on essential information. This is imperative because of the limited means of interaction and screen space on the mobile device. An object-oriented method is also well suited since it can explicitly model and describe the objects that need to be monitored and controlled [OOA&D].

In order for the important information from the object-oriented analysis to affect and improve the GUI design process and for the object-oriented approach to become an integrated part of this process it would be desirable to combine GUI design and the
object-oriented analysis, thereby creating a combined method. The results of an object-oriented analysis is typically documented through the use of UML therefore the GUI design should also be documented using UML.

Hvilke metoder findes; hvordan kan det gøres (forbinde de to ting)

The purpose of this paper is to present how we have designed a handheld mobile device interface supporting communication and process control in a safety-critical domain through the use of parts from different object-oriented methods. Section 2 describes the experimental design process and includes an overview of the methods that were considered as candidates for the experiment. Section 3 presents the user organization where we conducted the experiment. The organization is a coal-based power plant, and the application domain is the work processes in the fuel department. Section 4 provides a description of the method that was used combined with experience from the application of the method for analysis and design of a mobile handheld device to support communication in the safety-critical domain. In section 5, we discuss general lessons learned through the experiment. Finally, section 6 provides the conclusion.

2 Design Process

The fundamental decision was to employ an object-oriented method for the reasons emphasized above. In addition, our initial intention was to find a single object-oriented method that supported the design process all the way from initial analysis to the creation of the user interface, including the detailed design of screens and other interaction elements.

We identified a collection of articles about different methods that combine object-oriented analysis and design with HCI design [11]. The methods in that collection are listed in the top row of Table 1. In order to select one of these methods, we developed a set of aspects that a method might include. These aspects are listed in the left column of Table 1. All methods in the collection were evaluated in terms of these aspects. The result is shown in Table 1, where a dot in the table indicates that the article that presents the method in question deals with that aspect.

Table 1 illustrates that some methods focus only on a few aspects, while others cover several. Based on this comparison, we chose Wisdom (Whitewater Interactive System Development with Object Models) [24] as the method we would use in our experiment (see the method in column 6). It covers aspects within all of the four main categories. It departs in an object-oriented approach and the presentation of the method includes detailed designs of user interface elements.

The description of the Wisdom method deals with a wide variety of aspects. Yet when we started using the method, it turned out to provide very limited, if any, support to several of the aspects that seemed to be covered. This applied in particular to the object-oriented analysis and the detailed design of the user interface. Therefore, we included fragments of two other methods that provided support to exactly those areas where we experienced shortcomings with Wisdom.
We chose a general object-oriented analysis and design method that was based on the UML notation. The method is denoted as OOA&D [20]. This method was chosen for two reasons. Firstly, it devotes equal amounts of effort to the problem domain and the application domain. Secondly, we had considerable experience with using this method for analysis and design of a broad variety of software systems. OOA&D has a system choice activity where the overall properties of the system considered are decided. After that, there are two separate analysis activities: problem domain analysis and application domain analysis. All of these three activities involve techniques that we employed to support the analysis activities in Wisdom.

<table>
<thead>
<tr>
<th>Table 1. Overview of methods</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Part I</strong></td>
</tr>
<tr>
<td>Participatory design</td>
</tr>
</tbody>
</table>

Wisdom is more explicit about its shortcomings in detailed user interface design. In fact, it refers to another method that is supposed to deal with the detailed user interface design. The method is denoted Bridge [7] and its aim is to support the transition from object models to user interface design. The Bridge method was used to map the interaction spaces that were specified with Wisdom onto a concrete user interface design, which resulted in a non-functional prototype. The non-functional prototype served as an outline for the implementation of a functional prototype. Yet this last implementation is not described in this paper.

Our design process involved three overall activities that we referred to as requirements, analysis and design. These activities and their primary products are illustrated in Figure 1. Below, we provide an overview of these activities. They are described in detail in section 4. The whole process was closely inspired by Wisdom [22, 23, 24]. The Wisdom process is a software process framework based on a user-centered, evo-
olutionary, and rapid-prototyping model specifically adapted for small teams of developers.

The requirements activity focused on an overall specification of the users’ needs, called a system definition. It outlined the key requirements to the system, the main functionality of the system and the conditions for development. The idea with the system was also embodied in a prototype that was evaluated with the prospective users.

![Figure 1. Overview of the design process](image)

The analysis activity focused on descriptions of the application and problem domain. The application domain is where the users are, and the description primarily included user characteristics and use cases. The problem domain is the object of the users’ work, and the description of this domain primarily consisted of a general class diagram and a statechart diagram for each individual class.

The design activity focused on the creation of the user interface. This activity produced specifications of various aspects of the user interface. The result was a non-functional prototype that was evaluated with the users. This prototype and the related description of the user interface formed the basis for the implementation of a functional prototype.

3 User Organization and Tasks

A key decision was the choice of user organization. We are generally focussing on safety-critical domains. Therefore, we would prefer a user organization within such a domain. In addition, we stated a list of requirements to the case. Based on these, we chose Nordjyllandsværket, see Figure 2, which is coal-based power plant situated in Northern Jutland in Denmark. The plant produces central heating, electricity, and several by-products that are used in the production of cement. This section provides
an overview of the user organization in our development case. This includes a description of the major tasks performed by the employees in the fuel department and the nature of the problems they experience with their collaboration.

We limited the case to the fuel department (see Figure 2) of the power plant. This department is a safety-critical domain where a mobile system will be useful in different locations, and where the employees have different and varying working tasks to solve. Tasks are carried out in collaboration among employees, and during this process the employees must be able to communicate with each other, even if they are not located in the same place.

The plant is divided into two independent production plants (location #7). The coal to the two plants is supplied from a central storage area (location #2 & #3). The fuel department is responsible for delivering the coal used in the two production plants, amounting daily to 5000 tons of coal for each.

The employees in the fuel department continuously monitor and control the transportation of coal. They must ensure that the correct amount of coal arrives at the correct location and that the coal has certain properties and quality. To ensure this the coal is processed (location #4 & #5) before transporting it to the final location (location #7). Another important task is that the employees have to prevent the coal from self combustsing.

3.1 Communication to Support Coordination

The employees perform a variety of different tasks in order to ensure that the needed amount of coal is delivered to the two production plants. In order to coordinate the many tasks described above the need for quick and easy communication is important, and in some cases even essential in order to carry out the job in a safe and efficient manner. At the present, the devices used for communicating are VHF-radios (walkie-talkies), DECT wireless phones, and sometimes mobile phones. The control tower (location #6) is the only location where necessary information is accessible and it is also the place where employees can operate and control most of the machinery.

Every element of the coal transport can be controlled through the existing system. When a problem arises, which cannot be solved from the control room, for example in the Grinder building, the person situated here trying to solve a problem do not have
access to the information. Furthermore some parts of the machinery can only be con-
trolled from inside the Grinder building. The only way to gain some kind of access to
the information systems in the control room is by communicating with a person in the
control room either by phone or walkie-talkie.

### 3.2 Communication Problems

Often the phones are not usable because of the weak signal; hence the only tool for
communicating is the walkie-talkie. Several problems are related to the use of this
device, since many conveyor-belts run underground, which disrupts the signal, and
the machines and conveyor belts are often placed inside concrete buildings, which
also disrupts the signal. Finally, there is a deafening noise inside these buildings,
which makes talking to each other difficult, and using any kind of mobile devices for
verbal communication is virtually impossible.

So basically the employees experienced communication problems related to two
areas. One area was explained as problems with connection fallouts when using their
communication devices. The second area was problems with noise in some areas of
the power plant.

### 4 Designing the Location-Aware Mobile Communicator

This section describes the process of developing a location-aware mobile communica-
tor to support employees in the application domain presented above. The description
of the process is divided into the three overall activities that were introduced in sec-
tion 2 and illustrated in Figure 1. The description is based on diaries [15] that were
maintained throughout the development process. The diaries were used to retain im-
portant information, such as observations, actions, and reflections, and later they
served as the basis for reflections on the development process. The development
process was carried out during the fall of 2003.

#### 4.1 Requirements

As soon as we began the requirements activity, it turned out that Wisdom provided no
significant support to get the process started. The method mentioned what we should
do, but no advice on how to do it. To compensate, we added selected techniques from
OOA&D that provided the necessary methodological support. The whole activity
comprised the following sub-activities:

- Study application domain
- Interiorize project
- Understand system context
- Make user profiles
- Model essential tasks
- Develop a non-functional prototype
The purpose of the first activity was to get an overview of the user organization and their needs for a better communication system. We visited the user organization where we interviewed the employees, saw the work area and tasks. To document this, we took photos of the work places and artefacts, and made video recordings of the way employees carried out key tasks. This gave us an understanding of the application domain and insight into their communication problems, using wireless phones and walkie-talkies in such a noisy environments.

The interiorize project activity dealt with descriptions of the impressions that were gained in the study of the application domain. Wisdom provided no techniques or tools for this activity. Instead, we used two techniques from OOA&D: rich pictures and the system definition. The system definition summarized the overall characteristics of the application domain and the development project in this way:

- **Functionality:** Communication device with machine state indication and support for communication
- **Application Domain:** Transport of coal around the power plant, preparation and mixing of coal, monitoring of conveyer belts and problem solving/prevention in production line
- **Conditions:** Safety critical, noisy environment, dusty conditions, above- and underground, employees have basic IT training/knowledge
- **Technology:** Pocket PC with Microsoft visual studio 2003 .Net and WLAN
- **Objects:** Employee, mobile unit, conveyer belt, magnet, screener, grinder, control room computer
- **Responsibility:** Context-aware mobile communication support system that monitors production line state and facilitates cooperation and communication in a noisy environment

The understand system context activity was conducted for understanding the problem domain of the users. This was expressed in the domain model, an early class diagram that captured the most central objects in the context of the system. The user profiling was conducted in order to describe the users whose tasks would be supported by the system. We identified two roles: controller and field worker.

Wisdom is an essential use-case and task flow based method. It relies on essential use cases to capture the structure of use patterns and the underlying functional requirements. We had some difficulties making these descriptions, because certain tasks were only conducted rarely, and they did not happen during our visits. To solve this, we staged situations in which we were able to observe the communication between the workers. We identified 9 use cases that should be supported by the system. For each of these use cases, we worked out a diagram that expresses the use case in terms of a statechart diagram. Wisdom denotes this as an essential task flow diagram. Yet in order to preserve consistence with UML, we refer to them as use case diagrams. Figure 3(a) shows an example of a use case diagram.
Figure 3. The main results from the requirements activity. (a) A use case diagram for getting information about a component such as a machine or a part of a machine. (b) The user interface of the first prototype with a window displaying information about a machine.

To evaluate the outcome of the requirements activity, a non-functional prototype was created (the first prototype). It consisted of a number of screens drawn on paper. Use was simulated by shifting these drawings on the top of the screen of a PDA. An example of the user interface of this prototype is illustrated in Figure 3(b).

Figure 4. The revised class diagram.

We evaluated this prototype with the users. It enabled us to check whether our understanding of the communication structure was correct. The Wisdom method did not describe which approach to use, when evaluating the non-functional prototype. Based on our experience, we decided to do an informal test at the fuel department, where different employees tried to use the prototype. This led to a discussion about the required functionality and the prototype’s structural design. The evaluation resulted in modifications of the use case diagrams, and it yielded useful ideas that should be considered when designing the next prototype.
4.2 Analysis

The analysis activity refined the structure of the system that was described in the requirements activity. One outcome of this activity should be a revised class diagram. The Wisdom method did not provide any methodological support to this. Instead, we used OOA&D techniques to find classes, events, behaviours, and functions, and to produce the required revised class diagram. Thus the analysis activity comprised the following sub-activities:

- Find classes
- Classify events and behaviours
- Find functions

One main outcome of using these techniques was a revised class diagram that depicted the physical locations, the communication, and the users relevant to our system. This diagram is shown in Figure 4. For each class, there was a statechart diagram that described its behaviour.

<table>
<thead>
<tr>
<th>Function</th>
<th>Complexity</th>
<th>Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>Log in</td>
<td>Simple</td>
<td>Update</td>
</tr>
<tr>
<td>Log out</td>
<td>Simple</td>
<td>Update</td>
</tr>
<tr>
<td>Get location</td>
<td>Complex</td>
<td>Compute</td>
</tr>
<tr>
<td>Check location</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Monitor location</td>
<td>Medium</td>
<td>Read</td>
</tr>
<tr>
<td>Get machine status</td>
<td>Medium</td>
<td>Read</td>
</tr>
<tr>
<td>Check machine</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Get load information</td>
<td>Medium</td>
<td>Read</td>
</tr>
<tr>
<td>Check part</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Get local alarms</td>
<td>Medium</td>
<td>Read</td>
</tr>
<tr>
<td>Get global alarms</td>
<td>Medium</td>
<td>Read</td>
</tr>
<tr>
<td>Check pre-alarm</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Check alarm</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Request stop</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Request start</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Request reverse</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Request assistance</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Request light</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Reject assignment</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Accept assignment</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Cancel assignment</td>
<td>Simple</td>
<td>Signal</td>
</tr>
<tr>
<td>Task done</td>
<td>Simple</td>
<td>Signal</td>
</tr>
</tbody>
</table>

**Figure 5.** The function list for the system.

The second main outcome was a list of functions that the system should include. This is shown in Figure 5.

4.3 Design

The purpose of the design activity was to create a user interface that fulfilled the requirements specified and detailed in the preceding two activities. In our process, the design activity involved the following sub-activities:
Interface architecture design, internal system design, user interface design, develop a non-functional prototype, evaluate the second prototype.

Interface architecture design defines the external architecture of the system. This is a key activity as it includes the overall design of the user interface. The main product is a general interaction model that describes a set of interaction spaces and tasks. An interaction space is an abstract user interface element, and a task is an activity that is carried out by a user by employing one or more interaction spaces.

In this activity we produced an interaction model for each of the essential task flow diagrams from the requirements activity. In doing this, we started out by re-evaluating the use cases and essential task flow diagrams. Each individual interaction model was drawn on the right hand side of the corresponding essential task flow diagram (see Figure 3(a) for an example of an essential task flow diagram). For each activity in the diagram we named the interaction spaces, i.e. the user interface elements, that would be necessary for providing computer support to that activity. In addition, we named the tasks that the user would carry out in that interaction space. When all of the individual interaction models were complete, we combined them into one general interaction model. Figure 6 shows the general interaction model. The left hand column con-
tains the interaction spaces, the next column the tasks and the three columns on the right hand side are internal elements of the system.

Internal system design is mainly a technical task. It focuses on the internal working of the user interface. It involves development of system classes that support the use cases. This relates to the three columns on the right hand side of Figure 6. The main change on the external design of the user interface was that we introduced interaction spaces to log in and out of the system.

User interface design involved the parallel development of two related models: presentation model and dialogue model. The presentation model is a single model that is based on the interaction spaces. The interaction spaces are transformed to classes and they are related to each other with object-oriented structures. The presentation model for the whole system is shown in Figure 7(b). The dialogue model is a collection of individual diagrams that each describe the dialogue when using a part of the system, for example when a user carries out the activities in a task flow diagram. The dialogue model describes the elements and the sequence in the use of the system. One dialogue model is illustrated in Figure 7(b). This is the dialogue mode for the task in Figure 3(a).

Figure 7. The main results of the user interface design activity. (a) The presentation model for the whole system. (b) A dialogue model the task of getting information about a machine.

The design is based on the use cases that are produced during application domain analysis. The final results are the navigation diagram and window diagrams that are
explained in Chapter 8. The purpose of user interface design is to come from this basis to the results.

The first step is to produce a set of interactions models. For each use case, a corresponding interaction model is developed. For each step in the use case, the necessary interaction space and the related task class are defined. The notation used in an interaction model is illustrated on slide 3.27.

The second step is to combine all interaction models into one complete model. This can be done by collecting the elements from the individual interaction models. In this process, there may be repeated task classes and interaction spaces that can be eliminated. An example of a complete interaction model is shown on slide 3.29.

The third step is to describe the elements of the user interface. This is expressed in two types of models:

1. The dialogue models that describe how a single use case is carried out. This is described in terms of the task classes in the interaction model. An example of a dialogue model is shown on slide 4.7.
2. The presentation model describes all the classes in the user interface. The classes come from the interaction spaces. An example of a presentation model is shown on slide 4.9.

The fourth step is to design the individual windows of user interface. A window is a collection of one or more interaction spaces. A method for designing windows is summarized on slide 4.12-4.15. The results are a navigation diagram and a set of window diagrams.
In the design workflow the shape and architecture of the system are refined for the implementation. The internal system design contains two sub-activities, where the first is to prioritise and select use cases, and the second is to design the use case classes. In the user-interface design activity, the interaction model is transformed into a concrete user interface design. This activity encompasses two concurrent flows of activities, corresponding to the dialogue and presentation components of the interaction model. The user-interface design activity ends by relating both task classes to interaction space classes, hence completing the process of distributing responsibilities between the dialogue and presentation models.

5 Discussion

Husk at vende tilbage til det tema, som titlen på artiklen fremhæver

In doing this, we encountered the fundamental questions of what is the difference between the terms actors and roles and what constitutes a user profile.

When we develop systems for mobile devices, a variety of aspects that are different from those considered in relation to traditional systems, have to be taken into account [18]. Compared to traditional stationary desktop systems, mobile systems are unique in several ways: They are often used while moving, they are used in different locations and situations, and they often have very small visual displays, which result in limited interactions styles [8, 9, 16]. These fundamental differences impose new and fundamentally different challenges on the analysis and design of mobile systems. Especially the design of usable user interfaces leads the user interface designer to explore other ways of displaying information to the mobile user. In order to take all of these aspects into account in the development process, it requires a study of human-computer interaction (HCI) proc-
esses to support usability of the mobile devices [3]. There is a substantial amount of articles documenting HCI research in relation to mobile systems, but the area of mobile HCI lacks research and development based on a firm methodological foundation, since most of these activities are based on trial and error [17].

Despite any criticism of inconsistence in the models used in Wisdom, they have proven useful in several aspects. They gave a good understanding of the system, when made, and we did end up with graphical user interface design that proved useful in the usability evaluation, a system that managed to support the users’ tasks in connection with problem solving. Having said this it should also be noted that the process of moving from the interaction space model to the concrete GUI design seems a bit like pulling a rabbit out of the magician’s hat. What Wisdom really helps to do is that through its many models it manages to facilitate the designers in determining what information should be available in the specific windows and what information should be available for user manipulation and a navigational overview. But Wisdom does not help to position, group, estimate whether the cognitive load is acceptable, or what modalities to use. These fundamental challenges in user interface design all need to be taken into account when designing the user interface and are also closely related to the information presented in the window.

When transferring the interaction spaces model to a concrete GUI, the Wisdom method refers to the Bridge method, but several things were not taken into account by the latter method. First of all, there was no indication of how the grouping of objects should be done or how general design issues should be implemented. Even more important in our case, it did not take the screen size into account. Again we realized the importance of the first prototype, since it provided the basic ideas for the design.

We discovered that our essential task flow diagrams were too detailed, because it became too complicated to express the related information in the dialogue models. Despite this, we found that the dialogue and presentation models provided an improved overview of the functions and how and which screens were to be implemented.

Prototyping

Wisdom proposes development and evaluation of prototypes between the different workflows in order to evaluate the result. We find this approach to be troublesome, since it contains some problems:

- Elaborating essential use cases and essential task flows, with the aim at avoiding premature design decisions, contradicts the development of prototypes at the end of the requirement workflow, as it forces the development team to make design decisions.
• The lack of descriptions on how to construct a prototype makes the scope and purpose of the prototype unclear.

• The purpose of developing a prototype seems irrelevant, when the method does not specify how the results from the evaluation of the prototype are utilized in the development process.

The transition from the first to the second workflow illustrates these problems. This transition is supposed to involve some kind of non-functional prototype. However, other than suggesting prototype development and test during this workflow, the Wisdom method was not that specific on these issues. First of all, the Wisdom method had focused on not making any GUI design decisions until now, and instead focusing on using essential use cases and task flow diagrams, which was a kind of a problem when designing a prototype. Furthermore it did not specify how the results of the prototype test should be utilized in the further development.

The usability of the implemented prototype was tested through field evaluation in cooperation with the employees, whom are the potential users of the mobile system, and through heuristic inspection performed by usability experts. The overall results of these evaluations showed us that the system was indeed usable, and that the employees all said that they would want to use the system, if it were fully implemented.

6 Conclusion

Husk at vende tilbage til det tema, som titlen på artiklen fremhæver

This paper has presented experiences from an experiment where a UML based method was applied to perform object-oriented analysis and at the same time design the user interface. Hence the method applicability in designing a mobile system intended for communication and generating the appropriate GUI was tested. The WISDOM method was supplemented with activities from the OOA&D method, in order to obtain a complete object oriented approach.

Both WISDOM and OOA&D have weaknesses when considered isolated as methods, but in unity they complemented each other. WISDOM supported OOA&D’s recommendation of an early prototype, which again provided material for the subsequent modelling of the problem domain. Furthermore OOA&D made vague analysis activities in the WISDOM method more tangible. Opposite WISDOM accentuated which information that had to be included in the GUI and it emphasised the continuous use of prototypes.

A limitation to WISDOM is that it does not specify how initial application domain knowledge is to be obtained. Another shortcoming of the method is that it does not facilitate specific GUI structure and layout design, which in essence is still up to the GUI designers themselves to incorporate into the prototypes. Lastly, the method only provides information on when a prototype is needed, but not on who has to make the prototypes, how they are made, or how changes to the prototype is to be implemented.
further on in the process. On the overall level, the procedure worked well. The activities were relevant and the results of different activities comprised a coherent design.

The conclusion of this paper is limited by the fact that we have employed a case-based research approach. We have only applied the method once, and we have only developed a system for a specific domain. In addition the WISDOM method utilises a hotel administration, a typical desktop administration system, as an example when explained, where the method in this paper is applied to a mobile communication system. Still, both approaches are successful.

The experiment indicates that the WISDOM method, in combination with OOA&D, is suitable as an OO approach for developing mobile systems, but also that it is not perfect for generating GUI. The described process should be evaluated in different domains, and alternative approaches to the limitations of WISDOM should be assessed.
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